Transcrição do curso de Python 3 – parte 1

Olá, bem vindo à Alura, ao nosso primeiro curso sobre Python na versão 3. Nesse curso introdutório, vamos implementar um jogo para começar a programar com Python. É um jogo de adivinhação, onde o computador vai escolher um número e o usuário precisa adivinhá-lo.

Vamos aprender a trabalhar com variáveis de diversos tipos, como gerar um número aleatório, como tomar decisões através de **if else**, pois o computador dará uma dica para nós, se o número é menor ou maior. O jogo tem várias rodadas, então existe a necessidade de repetir uma parte do código. É preciso ler a entrada do usuário e mostrar o resultado para o jogador.

Enfim, nesse curso teremos vários desafios a resolver e eu convido você a me acompanhar nessas próximas aulas, para aprender essa linguagem fantástica e se divertir muito com Python 3.

Nesse vídeo veremos como instalar o Python no Windows. O primeiro passo é acessar o site do Python: <https://www.python.org/>. Na sessão de Downloads, automaticamente já será disponibilizado o instalador específico do Windows, portanto é só baixar o **Python 3**, na sua versão mais atual.

**Instalando o Python**

Após o download ser finalizado, abra-o e logo na primeira tela é importante marcar a *checkbox* ***Add Python 3.5 to PATH***. Essa opção é importante para conseguirmos executar o Python dentro do Prompt de Comando do Windows.

Vamos selecionar a instalação customizada somente para vermos a instalação com mais detalhes. Na segunda tela, podemos clicar em ***Next***. Já na terceira tela, também vamos deixar como está, mas vamos nos atentar ao **diretório de instalação do Python**, para caso queiramos procurar o executável, ou algo que envolva o seu diretório. Visto isso, podemos clicar ***Install*** e aguardar o término da instalação.

**Testando o Python**

Terminada a instalação, podemos testar se o Python foi instalado corretamente. Podemos abrir o Prompt de Comando e executar o seguinte comando:

python -V

Esse comando imprime a versão do Python instalada no Windows. Se a versão for impressa, significa que o Python foi instalado corretamente. Logo, se rodarmos o comando **python**, teremos acesso ao Prompt do próprio Python, conseguindo assim utilizá-lo.

**Outras formas de utilizar o Python**

Podemos rodar o Python diretamente do seu próprio Prompt. Podemos procurar pelo Python na caixa de pesquisa do Windows e abri-lo, assim o seu console próprio será aberto.

Uma outra forma é abrir a **IDLE do Python**, que se parece muito com o console, mas com um menu, que possui algumas opções extras

Os sistemas operacionais baseados no Debian já possuem o Python 3 pré-instalado, mas o comandos para instalá-lo pelo terminal é:

sudo apt-get update

sudo apt-get install python3

Assim como no Windows, você pode verificar se o Python 3 está instalado executando o seguinte comando:

python3 -V

E para executar o Python 3, basta rodar o comando **python3** no terminal.

## Instalando o Python no MacOS

Para instalar o Python 3 no MacOS, temos duas opções, através do [Homebrew](http://brew.sh/index_pt-br.html), fazemos:

brew update

brew install python3

Mas caso você não utiliza o Homebrew, podemos baixar o instalador do Python através do seu [site oficial](https://www.python.org/). Assim como no Windows, na sessão de Downloads, o site automaticamente já detectará o seu sistema operacional e disponibilizará o instalador específico para o seu MacOS, portanto é só baixar o Python 3, na sua versão mais atual.

E assim como nos sistemas baseados no Debian, verificamos a versão do Python com o seguinte comando:

python3 -V

E o executamos rodando o comando **python3** no terminal.

Também conseguimos utilizar o Python sem instalá-lo na nossa máquina, executando-o através de um serviço na web. Há vários sites que disponibilizam esse serviço, entre eles o [**repl.it**](https://repl.it/). Nele podemos programar em várias linguagens, para começar basta clicar em **Start coding now!** e escolher o **Python3**.

À esquerda escrevemos o código em Python e à direita é a saída. Podemos testar esse serviço, imprimindo uma mensagem:

print("ola aluno! bem vindo!!")

Ao clicar em **run**, a mensagem é impressa à direita.

É uma boa alternativa caso não tenhamos o Python instalado localmente, mas é bom ter em mente que em algum momento a instalação local será necessária :)

Antes de criarmos um projeto, veremos como trabalhar no console do Python.

**A função print**

Já vimos no vídeo anterior como imprimir uma mensagem:

>>> print("ola mundo")

ola mundo

Vamos analisar mais a fundo essa função. No console do Python temos uma função de ajuda, a função **help()**:

>>> help()

Podemos reparar que um novo console aparece:

help>

Agora, como queremos saber mais sobre a função **print**, vamos digitá-la:

help(print)

![Documentação da função print](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArwAAADlCAMAAACGetRnAAADAFBMVEUwCiT///81CiQ8CiQwDkD/wmqM1P8yCiQ4CiTbeEIwGGinPiw3PqLs/+vjh0pSMkgwCzHL//8wCiyH0f8wCigwDDY6SrYwFl4wEUv///dADCT8//+79P+c3v81MpAyJXr1rF3T//////AwFFdpHiZKDyQwDzzD9/////zh//f2/+yz7/9tWnkwEES9TC/t//1HDCSrQSz1//8wDDmRNCr/0oHfgEfP+/xhkuDWmWJsVHT/+9heEyRjd6+tcGmAy//S5vr/ynr/6aZ9Ul///+OJY0fX//9mFiT/8rP/++3z3MLmk1FELkh0GyR3v/r659NfQFvg/////+l8ISdfn+1dmerz/v+Z2v/97teMpc/5zJxhUWrO3vIxEDVrVmpaOk9riL5wKSn8/soyGVL//9R9V2L/5akzKoJePVLKYjnl9f/a6vs8Ub5SLjk2M4k1J2m2WTnj/vD/3qAyIXC4X0/w/+/7/OP0/tDQZztmm+dZX7OdY1+qSTJeHif/9s1EZcxdT4gyJ33t+f/NbkD3smIyH14xFUFut/n/8cK4fHBvTF+6fFqewPFPIS5KctN2gr+ld3Ks6v82NpiEbGdTN2GoUjdwfbk8SKXWoot/d4W0XU/w3deKKyi82vJLX6S4Si/j7fg5MHyvbU1NDyRZkOZrYZ3Kj3lfR2Xx3sxJFyd1rO+NW15yo+Ts0aeiWj9ZW4bOe0lbDSfe8f+Gms3WsJ3unlZrRlOKU0iVTTimyO2UsOaFpN1Pe9ilstfqz7bCjGmaUz284/9hh6rWaz3c4/H16+9PPFD/57hDSIJUEyShu9vYiVFrk8XywpxlR11MNExHUZJnQlNwjsP/xXG1Yz/FWTSejoTxv3zi+vebwObv1b2Jmrv/3JHZ9/5slctObcAzQa3hoIVqV29UiOLz2b+APjSPqN9ccZ+qfVCSyft7iqJ2Z3Trm1av3f24yOPysGudVFnZ09mnUnOzp5vM7tj/1YyfjoTWpXzJwcVHTXO2osLdtdqekNZ/bcDu56i8Syz+gMcUAAAfgElEQVR42uydB3AUVRjH314idwomx3GpJyQ5SIKQmA5SJERCkBK6CS3SgoAggiiCUgRBkCY9KkFAlGZDQUAFREEUFcTexV4RHR0VndHx7S357ybv8u5yl3CRfL9hmJvdd1/9Z/ftJm+XEQRBEARBEAThJdZvv7MwgpP8w14zVSxAxMQpygVBrIoE1xO/U/L+q5byBu8cPMPdGPfYT6xzOA9kMhkwCDtyZN6lEXrPRQ0vNAnF9Kdi2EVar0CDi+szZrv6yvbYUvT6qsbVIl77LMfcIBjUvYlj3DM58VinLT/O8Bw+7HhG5l0SoW/iRe7+Vgy7iMrEC4Ib+SVeYD2yTTcIb8KYykNL8y582PGMzLskQt/Ei9z9rBh2EZWJN+yKjsqARdF65cI+3aA0P7DX2ImEYU8qHx40sbDXDjuUbo+ZjK0Y0FHp9YCFRTaOtbgaiHMfDDZtqajEBglnVcEgBrcywaA+xn7idIEyZYcJBmFHEqGezsiPhhQozh0mwXvVImwyROn193UDVpvhlEXunNN8bfqFeszIHeX1rWJuwhg58Dol6tFmfFvGI1MmmlkdBOK1Xt6uQ++7U+4wo3LB9W7slLQ4dzoD1mm5d7V9pu901662i4szja2YuaztN86JZrTC2mNVYflW2HrcevNNoaFL9EJjTEWDGLxN7y3G2E8WHFu5MOlrMwzCjixCpNOkz+ejjn8xXPRetQjHT/nlkXa/bL+yPZxmbOcfdroVL8rrW8XchNp/5m1jBq+MVyW+XHmqTs6HG6QoKle2j2k91szCembFo3LqeY1LJycVg2fHtTKxyMKcVNeu0XmH0AptcHK9rHihb25PgkVFRdsshl2iQQyGQYxpujxnk3EM7MgjRDpNLr2MqYjeYRBIIhw/Ip//C7+lH5yOzuNpq6GKRUB5fauYGIZ1/rXNmIb95T+asbpIg5tvGjp0DD98hKefVXH5OtmuvqoLBoe3SGOuLa5dEZeE4CSqD/aqFbb+iuJMM+yCQYl4MWZCn6lmd+L1MkKIV/QuEa9oUFMu/wen4S3qs0rEi/L6WDExjI3PO3ftqdvXcJg2hLe4L5RzvcVv8c4N8tyKHseP7z7qpXi5wdor3vzy4k3TxCsWAeX1tWJiGEWP7y8YVDcPuRXFGxPXvaywGdk5qcbzmjhtcC8N166E7KxNWiu4naxU3aDKiknrmRGMkYgXBjGmacscHhMMwo48QqQD8YrevYwQ4uX/G6cNs+NCtGMoYkbuKG/VKyYJY0Ie98ynDe/WTQ0bLtii7hl1zb3DXSf1dh2SOptwRSFesKGE4uWQfWnU5oUP9VFbYXswV7UDg/yolDioU1JnvYsYIxEvDGKM/WQ6v2AzGoQdSYRIB+IVvFctQogXTq3TnFqoiBm5o7y+VUwMw/rCst2916RMNdflCzbDrbIhSvNumYxzw9OOrm2i+b2cceq9nAq3yr46aNKl4eZGVMKb/BbO1tWq5Od94HC2iYZBLsT7OyrqhzIwRiJeGNTH2E6cTleMBmFHEiHSgXhF71WKEOKFU5awZpzSnIeKmJE7yutbxcQwwoaNU5Rez8XX5VtlEnidzqfrgfMsHaIudfs8S4eoS90+z9IhCIIgCIIgCIIgCIIgCIIgCIIgCIIgCIIgCIIgCIIgCIIgCIIgCIIgCIIgCP8ZOdDDAy7sf9XNZw8RtQHbvpQ20RUE2eP6s4qN/H5Bply8kYULShlBBISMbDyJE4/rKntYuHXazEzmgXk/XUvHXiJAbPxtr7kS8Ta59A6T5+8nnqLHexA1T/LADQ5l6wNBXHL7DytK1LGjsxRFGZFftqsX36Vu0Tba+uOYLMG+b0Q/RhA1B95bspY/vnCHyb5PUclJLTlz2jEiX9vV67DinM5KzvB3gZw5s6s9i2zs1bM0J7eeSk8tJGoOiLdvmm0fn+Ry8eZsYtZtXHUT+nDxarsyeiqnLPq04aKGh7xRZXJhbJ18XixxzoB42ei84lIu3reimYpRvFy2c4N08U5uONa7Sz56ph1Rs0C8sysVr/3LcuKNuKSViXkmoRG9rZGocTSFznJc1cUg3pi43ExmM+vi5f/npLIiEwtupI3R3oMgfoDREBMjiBoDF2xdDzuU7haDeCML+baXukC8rhcxDTi8IJ/ZlxaXMg7egyB+UCnhD+QniBoEdxvSu27exCBezsZ1inNXe4N4Ez5VXxU6nLGIlu/FM4b3IIgfVIKzfz/KCKImwZzXe+zh+NWx5NfLU6YzghAIkHiB7WTBDhOTYeUj6EYZIRJw8Xr+o7GEZxfRrQaCIAiCIAjifGfkwPP0daLJP+z9vyRWI6Fav/3OwuT8H1bZlLz/aoU07hw8g8lXW8TEKUog/+jBvq+4VLbFM+q72cWvW7d/fNSzL2A/sc7hPJCJGlZXWdAChCoZIwkM8fjwIkakU5tX2dhnOeYGia/glq+2KHp9VeOAindpcT9xi+/ixdfDW9T37AtMTjzWacuPM1DD6ioLWoBQJWMkgSEeqXiRp8KBWpFOrV5lYz2yzW1V5KstghshrUAwa0S+uMV38eLrES27mzz70guVhhqWlaVWiBeBIR5vxFu8JzQ0dIm5QpdrzSob/eX6Iz8aUqA4d5hwagh77bBD6faYSf01s0psEFZbjG+RxnP7ckE+m7xOW5GBtCIbx1q06oZdwf/OfVF0Ncyy1d9fN2MwiJiNhP/LI5NtAbCDBFnkzjnN16bzmMWvW/vf+AQzVENiuaxQrVBDlEV3KuY1uWF3C7PO526QqTAGLdBDTRj2pPLhQZNecIyRBCa2CS6C6znnaAnq4i37IRW6LDQlEKtseMg3dkpanDudsSZ9Ph91/IvhzNpjVSEPUNvVdnFxJrP1uPXmm9SfQKy2cNU7svCCaJZ8zRtbnu2b5ka81svbdeh9d8odZuYftv4zbxszeGU8g0HEbGTeSgjD/RYAO0gwY3vuXW13auIVvv6ZdjjDYInls4XahhqiLLpTMa+EbD6tbro8NghbxDFoAUK1TuMfnuk7XS84xkgCE9sEF8H1rn2YJ1jqRrxil8WmnONVNjhZ8ExyUvmM4DLDqaFs1+i8Q2acj7DaIqMnP06suPQdpm1NdPcjHdN6rJmF9cyKZ/5hnX92KgWDiLlBisLBemgvgR0kODqP61aN2Y1BLqtTFmM1vDm5oxr4AKdwgbzsS9uV8uq/g0zF3HXLCHV2HC96ZGFOKgqOMd4Ehm9pLvQEp5oRoTbn5XIWuyw25VyvskHItquv6lKJeCMuCdGroq+2GD+lvu1B/iU2b+CGqBcdIW7EG54OIfjHxuedu/Zw0zCImBOODFW5vmoVgx0kqF6UuWJ2Y7BsqoTBvokXTuECebEY7nnWiH7IVMxdt4xQw/nMzVUEP8ULF1qCiSF6Ec7OeaOFLrtrinerbAIpXqy2iGh5qulyPnVIbrTgtqG3ty4n3rlBZ6t7XygHQvCdosf3FwxqxmBQj9ludsGqhG5HF2+apgi3BksuTvNfvHAKF8iLhc3/eEnPt1KxRcxdt4xQIV4UvErixbfgAgkiQkwbxC6LTQnAKhst5OR6WfEG8WZkZ6WWb9eKSesZR19twQ+7/9xSqp5L+O4IvrhC/VZOqppAdtYmbdoQx8UtIl2sUSkT8lrBoB6zb9MG2EGCs+NCLOK0QZ83PGWponhRQ5QFTuECeak/Hr8mjjXrmaIa2IIWIFRMG1BwjJEEJrYJLpAgIoR4hS4LTQnIKhvek5nL2n7jnGiGeFVl5nZI6qxno0Y/qFNSZ4thtcXoOOXnaMYl9NLDY7SfSVv/duq37EujNi98qI96wRZ1z6hr7h3uKt0n721iQLZYQxxsfWHZ7t5rUqaaYRAxezNtEA3CDhK0TnNqMbszqB3j9cESy9AIaoiywClcIC+1ii8uyDdkimpgC1qAUHHBhoJjjCQwsU1wgQQRIcQrdlloSiBW2fCeDBjH74JYGMTLmfeBw9km2tAu+/0dla5tog2rLazbc12B3vDKHCVq7dtm9ePTDnVMwpv8JsrW1WZ+E4U/NKJbpuseiqLf1pcv1hAHhw0bpyi9notnMIiYvUL0DjtIMGHNOKU5j7myo9Z6Uby6ZVEjeg1RFjgV8+KMT48N0regGvoWtAChum6VfcVvlaHgGCMJTGwTXIgJQrxil4WmBGSVjRqyv6stPDPye5yJ/RuMmGvIu4h2cRNUI5ZBk0nVeMhCYNVNrVtlAyH4t9pCzg0DL55o9mWw/zHDoB+o91Wq3zK4c8ztP/EpWLWBwKqd2rbKBkKoyT8emvDb12ZfBvsfMwz6xYpJl1W/ZVCS0vXPajzdIrBqh1bZEARBEARBEARBEARBEARBEARBEARBEARBEARBEMR/7J1nyI5RGMfNyM6mKHtvGdkSysrIKFL2lpRRIntlJ19QouzxSYnyQYmMjKRElHxQSFZZ5Vg/489xbsfhxfXPh5czrnPOfXmf536e63f/TSaTyWQymUwmk8lkMplMpv9FztHA3AXT2kxwzv+Is4YooScFkiY/jh5lYKHRU42Knzm9zYT/nJlHrSi+dwkI8XeqzD73jMpdKysGeFIgafIcaqSBhUZPMCpq5vRP6o9IXjwyfJegyF/r41+zw9OL7snWZ/KIJ0Wa5OUpqpa8aZMXK4rvX4J/IHkvV3RPtr5+OsSTQk0TaMLRQMwXshlYeELgwoCY0GPiwL4IwajKQ3P3eTFh8Defr0cshvvXk95mggcjdnz3kEFC0MQ87BQrCrbMzFyCjyH+xqfdvEtedwanQzwp1DSBJhwNxHwhk4GFLwQP9URM6DFxYF+EYNSkGQ/3tXm451uPpCMWw33rSW8zoY+kJQRNzMNOsaJgy5K8LONvvM17m7zDtna9VzDEk0JNE2jC0UCsKLIZWHhC8DhlGpjQY+LAvgjBqEkjerk/ZWf212MhFsND1pPOZkIfBk4IxDzslOFsmZn/kbcN7jWjqnvQW8hj/dU0gSYcDcSKIpuBhScED7KngQnVxEGTlxCMep+530xeYjE8aD3pbSawNCAEYh52yvCPW/7nkvfpuMnufWBQ8qppAk10FiuKbAYWhAhJFiZUEwdNXkIw6l3y9vqVyZveZoLkJQRiHnbKcLb8duZ/KXk/uEwEeVJgkfBRNNFZrSjCDSz8IfRlmgnVwIJR7IsQjHLJ6/4a+LYhZD1pbSZI3nd9CIGYh52SmGyZmbkEhHi3whzgvxqRvF5PCpwIGE4TnTEpQJkMLDwh9AaJCdXAglHsixCMInnVxIFYDA9ZTzqbCTV9JARiHnZK8rJlZuYSEOL9Cv+qr0lJ3hBPCpwIEE10FvOFbAYWnhC4MCAmVKMHRrEvQjCK5FUTB2Ix3Lee9DYTardLCMQ87JTkZcvMzCUgxPsV/o0fOvz3+sLEIUfaTHwrxN/6ZtX0UTnQxOG7NhN/VQjT36EvTBxypM3Et0OYTCaTyWQymf6Eypxt7StQMgrAlEqU1oNUhDAREQ5/Woua03gHU87Vkkvug/EDBeW7e5CKHzIROTR5/96v7E2BKrOnTfudR119qFx2kIofMRGWvKbfLEpEFhZwCfh0O987UlrPWwIq/GErvmQiNHk33ThTkXp+av6XvqsEKdSyoXIKUABKSdDHjZqYu8K1jQWo6wOFIJaH/rCvP/85zXPwgysEGdGfig9K60EqKBiBrfiCidDkfZe71PNT87/j+ulhkwuOndZcOQUoAKEk6OOW0W/5u6ISkhcUglge+uMvLDwxeeXQsm7vysWbv6+1q9SpMS+4JCalerAVnyEMmryX2xU9lBdy4bOa/3ndu7n/K0Vm9teCQygApSQ+q2ks9r4PyQsKQSwv/VH61LO/q+TPFJi8VDlr8lIkTenYZwiDJm+F3O9ykHp+av5vzezfu/aJeZ3baqk3FIBSEvSh2JrkBYUg1vfoj78RLzQFv23IlLzKRHxecHqkzZwCn5EL1PzPn/boyaurrTo1ZkJNTKUkNMHBAUAhiPVd+sN+5f6D4oYNso/SepAKXuVJDWUikOuzZE8bdw9FPT81/9Xqvby67cmWHgX1bQMUgFIS9JnS98NbC3AACnKJ5aE//kJSwBT4URlMNaX1IBXcX5EaykR8ccNWc0+b5pAL1Py7PK9wpVnv2leUU/hEASglQZ+avdu0f3dTBw5A8hLLQ3/YDdu/pwaXJrjPlgq6yz544runWVBaD1JBhT+poUzEV5DV3e69qOen5r/07c7dcpWd0fxbnAIUACIEfUYOafT247RPOADJS6zv0x/2Udk/rG9+uZDzav7Hdr2Sy2T6UfLmtJr/kgf3nq9/xL3/MJl+mLw5rOY/39EFuavuv2Mv/CaTyWQymUymv1uAGEn8L0YO+fnPyko/r56TMJCcbQKS9DTUtgBuQuCIhBPSRGfuGwPvLUu2mlE4mKQof3dZ8wLSJ1DlBy3bnNAMItYE5M+zJ1ktNuKFbQHchMARCSekic5Zk7fM0trjCwQWo5eYPbd5RMH64vtjqiczg4jzUcgR5fvZXArihW0B3AT1OOknpInOmZPXacnwvKGXonKdhXliznJbrXvEijKDsOT9NcK2gJczThc8Qb9YFd4h24SIJjoLiKE+EfgyuOhu2LtxdC594cHA3DMOqZvD2yqMzm2jfCtKH3N1nXIa0WYQgTYc4SYgHAJB2SA/eNiT32WxES9sC+AmOF3wBC1pEd4h24SavHRWEEMfO0oNkRtW/N2LMJ1L3xx4bsOK+ncKqNWCO0O3hyjfiuktZxUQIiPWDCLUhiPcBIRDICgb5AcPe/K7LDbipdW7/ACeoAyC8g4ZJxw2bNjugtLnmyCGPvCZ6k1ePulcbV2n7fIKxUvZiQJxvhUNBrmrIKcRawYRaMMRbgLCIRCUDfKDhz35DRYb6ZNX3SWQ8g7ZJiw5wBlhNJE+3wQx9FH71M1zEek8pe+sApK8uBKNj/StaNZB32fGm0EE2nCEm4BwCJ7k9bEn6S020ievuksg5R0yTtjz/PnDp6XPN0GMkOSlsyd53RVqkSfOt6JmKX2ORbwZRKANR7gJCIdAUE1eD3uSxGIjbfLCTQBHgCcog6C8Q6YJEU10VhBD3zbgy8BFpHO1ep1qfOkcgVzSXK4Y51tR7cNGp27AAiDWDCLchiPcBIRDIKgmr489SW+xwfBflLxwE8AR4Al6i6K8Q6YJEU10VhBDb9ig9Dl8Ope+2dTdq3xhtYBKrx61Ocq3wl3Cwu9/oeW+x7zxZhCBNhzhJiAcAkE1eT3syW+w2GD4L0peuAngCPAE/XBIeYdMEyKa6KwghvpE8HwUkvdT55IXHjTN/aXVAipX72qNn/etcKE6PH3/Vqd37kW/0Awi0IYj3ASEQyCoJq+HPUlnsWH+F1+pfKXgjw1Ll23EpfkJlTw2Y877eTa5F7//TOZ/ESu15Vk7es3A8QWC0+/mQBywM6uEG1zw/ce6VQ/9X8+BMP+LBCrZbmLuGccbx1SGhavm0ZV5309yclWu/0vmf2EymUwmk8n050TRfs7mC8xrI8dLiuT9lhbaJ3sISkc9AD+jYhQOmMRDFmaoEaX4WuRASwv6hIfIlryMilQ4YBIPWZgnQZTikzfI0oI+f0XyBgEm8ZCFJW+4qISnIJ8vXwOeTOelEngRpFYfUwlGax9dDxMSgiZ1sgCyoA+jcMSgSWkCNKluk3dP3u6l7hsU+DGcNYtiIQsPsUJQrhd9ICk+BP1nv16gEp7SespeAqonfFQCcAS1+phKMFz76HqYkBA0iZMFkAV9QCpK4ohBk9IE6B34Un5Q/oqgEJq8DGfNoljIQogVPXnKlOgDScEG/9XbRSrhKa3HnCLAxMFHJXApqNXHVILh2kfXw4SEoEmdLIAsFGrAEYMmpQk+JV1vB2ytd+wAKIQmL8NZsygWskB01pPnetEHkuJT0H9UHyvhKa2n1DvDcG/yUrekz+7XProeTV6a1MmCxSvUgCMGTd+gCdCkGYVL7nBnAAqhyctw1vzLIQtEZz15tkwfitE/Bf1X9aESntJ6DiPL8KDk1VzTProeTV6a9H8Di1eoAUcMmpQm+Lx88l61de6tg7pvwAUwnDUngCyEWJGTZ8v0IXk/Bs15H31HSavlKa3nlTeg3N1HJQBHkBqYSjBS++h6mJAQNKmTBZAFfRiFIwZN36AJkPu1+3qmq11X9w24AIYLCvHLIAtEZz15rhd9ICkI+o/6cVAJT2k99zwBN2w+KgE4gtTAVILh2kfXw4SEoEmdLLh7oQ+jcMSg6Vs0ARpbJffbKkB134ALYPjnKESRG1e3/zrIwkOsEJTrRZ+PJAVB/1UDRSrhKa3HnCLgozIvlQAcQWpgKoGkj66HCQlBkzpZ8LkRfRiFIwZN36IJUIk9Xd7mmLpvwAUw/PNDOJZ7VP9fB1l4iBWCcr3oA0nxMej/48fxvecImalEiEbe/fHt0V91vf4ufe8wzFQiQFOHFP3xL7i/5Xr9hfrOYZipRIimPA7Y3t9yvUwmk8lkMpn+ceXY4n8W9uW//INGDzn2EuR48bVVLEmRdmH6Lwos6MKyGz0oSaHDVTo8J/MXX/qD5Jj/wxE5koqkSJ+8AAu6sOzPygdzCNi7b3hO5i++9Af5mz/A4OTSkBTpkxdgITp5/SRFUAiG52z+4gt/kL9CQhNQ/J+OpBBAgK91+cG3MCUpdEKABRamaEYmoweuLSF07z8FYvxO/oLDZIMlAEyYRy9cTiUylCag+D8dSSGAAAU1/OBbmJIUOiHAAgsTNCPI6EGTlxC6958DMX4jf8G1YIOfABPm0QuXU4kMpQko/k9HUiggAA7AD56FKUmhE7IeflA0I5PRA9shhO7950CM38lfcJjMDGDCPHrhciqRoTQBJePpSAoFBKio5gfPwpSk0Ak1eRXNyGT0wHYIoXv/ORDjd/IXHCYzA5ho8tI5pxIZShOQYulICgUENHk9C1OSQifU5FU0I5PRA9shhO7950CM38lf6AbfsHf2rlEFURTfqGAlCH6UURstFQubFNYWUdDGwio2KttoIQiC2qiNdpLGv0BsbO0tUkuakDJNipCQJpAqk5fwC+SEy92bZXYeew8pNnkz783JXJL9OL93AUyM4m2VyFCagPB/BZKC8D84AA+MhSlJoSdkJ1mYohkjNXoAc+AS6j0GYtTkL9QggAnn0Y1rlchQmoDwfwWSgvA/OAAPjIUpSaEnZLdZmKAZozV6AHPgEuo9BmLU5C/UIIAJ55GNa5fIEJqA8H8FkoLwPzgAD4yFKUmhJ2S3WZigGaM1egBz4BLqPQRiVOUv1CCACefRjZs+IsNLUvBLneJ06vP15l4MpU4mKbJ4J89fpIIkRRbv5PmLVCqVSqVSqZTyBZ4xDeAJ3mv1xE7KFBF9gnAxuJoxfjxBB9sr9PS24FrYiVqO28mmErVERJ8gfbx4AwlvGWys0NPbgmthJ2o5bifvy19PRPTPXWq0eFmh3duCa4kdw3IWb49FRF8ze5AC8AXy6eBRDl8ZBMUTPCxD1+d+pfS51xVyiOk0X+AJAD0psLOfCy/rfPMnZhkZdjxcCYOhG2afzTzaffX0R77DGxYRfd1JSAH4AsllHOXwlUFQPMHDMlx8VyCCv4/fn7BCDjGd5guE/8n1YOfm/dWlsuxSRyHLyLDj4UoYDN0wfLv1e27rV34uHBf/4HQnIQXgC5StIIevDILiCR6W4dONe2e6u0Mbh5hO8wUWT6KSn1z+PvezTFiOWkaGHQdXwmDohuHCfPm6WhCG1PiLF1IAvkAnk8NXBkHxBAfL0OWwuzC6cYjp3L+exZNl5yeDa8XKh4Unp7Vs2PFwJQyGbjio3Cze8RYvEX26HhCNE5HD19S9gSdULd4rX1a/Pfx/57SWDTseroTB0A1d8eZf3rEUr0b9IQXYLg3Sk8PX1L3iCQ6WYcSnDaX5glIbh9PhAhYvbN96eT5q2aYt3FwJg6EbSvGWb0vxNoYn9ErspET96XrATkqQnhy+pu4VT/CwDLwq0xVyiOk0XyD8DzmPnX2e4N/X+bBlZNhxcCUMhm6geFvDE/okdvJ41B9SgO3SID05fE3dK57gYRm698PWyvthukIOMZ3mC4T/uWdJEVzA8O71s2HLyLDj4EoYDN1A8U47npCyNPs6PzBI9VGfX3zc2GzuRkWplEOLtx/sLA1SfdNMSINUavLK4k31Vlm8qd5qr137B0kgDOM47oNBpFBN1XWVoMG5iUeQoZGDYBA6qFwtQRGc9Geqhlo8osW5pcUtaHC7rUCcAqHmaIgroSlQyiFoq/c9S+mGo/Edfp/xuPHL8bzvc8SsvVdlchOuJxEvCIe36x+/do83PudrI14QDVHwNLRKROEVD2eoutlkN+TbzUhjc9CztWgRU66cKIgXBEP0cXEs2/FO3HY6nRtZN0erMo9XNzc+LxNFu9r9tKEhXhALSUeBebLjDU0Rp5sjRasbb4FVa9bstIdDbcQLYqF4xVAd8T7mY714g18zlv00UZARLwiFltOsyt7MywLWzWzrQPmNVxryKd0zm6EiXhAKNXii/ZlX4/GWKrF7R7y56JiGeEEoVM68yI6xIRtuBa4cY0PKv4cvL4iFVdmMOOOlUt7798DGntQw84JY+Lgw3RsbGJXFywfgn6uy2aJC3MP6Em4bQCxE5fz5Tn9J4VN4vNTI8CWFhy0pdolLRc8sxAtiYdW+TT5r5E66G3jFhg0Ew8tc8MZkchNkb6iIFwRDjFRPkqvc4ZOGH3MAAAAAAAAAAAAAAAAAAAAAAP7rG4CllOVVW/g7AAAAAElFTkSuQmCC)

Inicialmente, o que nos importa são os três primeiros valores que a função **print** pode receber:

* **value** é o valor que queremos imprimir, as reticências indicam que a função pode receber mais de um valor, basta separá-los por vírgula.
* **sep** é o separador entre os valores, por padrão o separador é um espaço em branco.
* **end** é o que acontecerá ao final da função, por padrão há uma quebra de linha, uma nova linha (**\n**).

Podemos apertar a tecla **Q** para sair da documentação da função e **CTRL + C** ou **CTRL + D** para sair do console de ajuda do Python. De volta ao console do próprio Python, podemos testar a função **print** com os valores que vimos:

>>> print("Brasil", "ganhou", 5, "titulos mundiais", sep="-")

Brasil-ganhou-5-titulos mundiais

Como modificamos o separador, agora os valores são separador por um hífen. Vamos testar o **end** agora, não passando nada para ele:

>>> print("Brasil", "ganhou", 5, "titulos mundiais", end="")

Brasil ganhou 5 titulos mundiais>>>

Uma nova linha não é criada, ou seja, o que colocarmos dentro do **end** será impresso ao final da função.

**Variáveis**

Agora queremos flexibilizar a função, queremos poder imprimir outros países, como Itália, Alemanha, Argentina... Para isso teremos que mudar o nome do país e o número de títulos conquistados. Então vamos **definir o valor com o nome do país fora da função print**. Vamos definir uma **variável** para o nome do país, já que o seu valor pode variar:

>>> pais = "Italia"

Definimos uma variável e atribuímos a ela um valor. Assim como fizemos com o nome do país, vamos fazer também com a quantidade de títulos:

>>> pais = "Italia"

>>> quantidade = 4

Com as variáveis definidas, podemos refazer a função print, só que dessa vez passando as variáveis no lugar dos antigos valores:

>>> pais = "Italia"

>>> quantidade = 4

>>> print(pais, "ganhou", quantidade, "titulos mundiais")

Italia ganhou 4 titulos mundiais

Agora a mensagem é impressa no mesmo molde da anterior, só que dessa vez com variáveis! Mas qual é o tipo dessas variáveis? O tipo da variável depende do valor que passarmos para ela. Podemos "perguntar" para a variável qual é o seu tipo, passando-a para a função **type**:

>>> type(pais)

<class 'str'>

>>> type(quantidade)

<class 'int'>

O valor **str** significa que a variável é do tipo **string**, já que o seu valor está entra aspas duplas. E **int** significa que a variável é do tipo **inteiro**, já que passamos um valor inteiro para a variável.

Veremos mais sobre os tipos das variáveis no próximo vídeos, até lá!

Exercício proposto:

Para representar uma data, temos as variáveis **dia**, **mes** e **ano**:

>>> dia = 15

>>> mes = 10

>>> ano = 2015

Sem alterar as variáveis e sem passar nenhuma string adicional à função **print()**, como faríamos para ter como resultado a impressão, de uma data formatada:

15/10/2015

Para ver a resposta do instrutor, basta clicar em **Continuar**.

Podemos alterar o separador entre os valores que a função **print()** recebe, utilizando o parâmetro **sep**, que por padrão é um espaço em branco. Basta utilizá-lo, dizendo que seu valor será uma barra (**/**):

>>> dia = 15

>>> mes = 10

>>> ano = 2015

>>> print(dia, mes, ano, sep="/")

15/10/2015

Ainda no console do Python, vimos no vídeo anterior que uma variável sempre terá um tipo associado:

>>> pais = "Brasil"

>>> type(pais)

<class 'str'>

Mas em nenhum local definimos explicitamente que a variável **pais** receberá valores do tipo string. Talvez você já tenha visto isso em outras linguagens, como C, C++, Java, em que definimos o tipo da variável na hora da sua declaração, algo como:

>>> str pais = "Brasil"

Mas isso em Python **não funciona**. Ou seja, no mundo Python não somos obrigados a definir explicitamente o tipo da variável. Podemos até passar outros tipos de valores para a variável:

>>> pais = "Brasil"

>>> type(pais)

<class 'str'>

>>> pais = 644

>>> type(pais)

<class 'int'>

Além de funcionar, o tipo da variável também muda! O tipo da variável mudou dinamicamente, de acordo com o valor que é atribuído a ela, logo, o tipo da variável é definido de acordo com o valor que ela guarda, isso faz parte da **tipagem dinâmica** do Python.

Agora temos tudo para começar o nosso projeto no próximo capítulo!

No capítulo anterior fizemos os primeiros passos com o Python, desde a sua instalação e até vimos um pouco da sua sintaxe no console. Mas para escrever uma aplicação completa, utilizando o console, não parece ser uma boa ideia. Podemos ter um editor de texto que nos auxilie nessa programação, nos permitindo trabalhar com vários arquivos, auxiliando a nossa vida.

Há várias opções de editores de texto no mercado, entre elas o [Atom](https://atom.io/) e o [Sublime Text](https://www.sublimetext.com/). Apesar de esses editores nos ajudarem a escrever o código, eles não são focados no Python, e sim em dar suporte a várias linguagens. Então, vamos utilizar uma ferramenta (**IDE**, do inglês ***I***ntegrated ***D***evelopment ***E***nvironment) só focada para o Python, assim como existe o Eclipse para o Java.

## Instalando o PyCharm

Uma IDE que é voltada exclusivamente para o Python é o [**PyCharm**](https://www.jetbrains.com/pycharm/), e é ela que iremos utilizar aqui no treinamento. A sua instalação é bem simples, basta acessar a sessão de [**Download**](https://www.jetbrains.com/pycharm/download/) do site oficial, baixar e instalar a versão **Community** da IDE, já que a versão **Professional** é paga.

## Conhecendo o PyCharm e criando o primeiro projeto

Após instalar o PyCharm, vamos abri-lo e criar o nosso primeiro projeto, clicando em **Create New Project**. Na tela que irá se abrir, nos é perguntado a localização do projeto e a versão do Python. Vamos criar o projeto **jogos**, dentro da pasta **PycharmProjects** mesmo, e nos atentar à versão do Python (caso você tenha mais de uma versão instalada) ela deve ser a **versão 3**.

O projeto ficará sendo exibido na esquerda, e para criar o primeiro arquivo Python dentro dele, basta clicar com o botão direito do mouse em cima dele e clicar em **New -> Python File**, vamos colocar o nome do arquivo de **adivinhacao.py**.

A fim de testes, vamos imprimir uma mensagem simples:

print("Bem vindo ao jogo de Adivinhação!")

Para executar o arquivo, clicamos em **Run -> Run...** no menu superior, e selecionamos o arquivo que acabamos de criar. O console do PyCharm é aberto e exibe a saída do nosso programa, que é a mensagem **Bem vindo ao jogo de Adivinhação!**.

Em uma só tela, conseguimos ver os arquivos do projeto, o seu código fonte e o console, que exibe a saída do programa que for executado. Há vários outros recursos que ainda veremos mais à frente, mas o primeiro passo foi realizado!

A ideia do nosso jogo é termos que acertar um número secreto. Quando o programa estiver rodando, teremos que digitar um número e o programa dirá se acertamos ou erramos o número, com várias tentativas e níveis.

Vamos começar definindo esse número secreto (mais à frente vamos ver como gerar um número aleatório):

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = 42

## Capturando a entrada do usuário

Agora, para que o usuário possa digitar o número, vamos utilizar a função **input**, ela trava o programa até que o usuário digite algo e tecle ENTER. Ela recebe por parâmetro a mensagem que será exibida no console e nos retorna o que o usuário digitou, logo vamos guardar esse resultado em uma variável, que chamaremos de **chute**:

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = 42

chute = input("Digite o seu número: ")

Para testar, vamos ao final do programa imprimir o conteúdo da variável chute, para mostrar realmente que o seu conteúdo será o que o usuário digitou:

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = 42

chute = input("Digite o seu número: ")

print("Você digitou: ", chute)

Podemos rodar o programa e ver que realmente é impresso o valor que digitarmos.

## Comparando valores

Agora que conseguimos capturar o que o usuário digitou, precisamos comparar esse valor com o número secreto, para poder dizer ao usuário se ele digitou o número correto ou não. Bom, já sabemos o número secreto que o chute do usuário, então vamos comparar os dois, algo como:

se numero\_secreto igual chute

print("Você acertou!")

senão

print("Você errou!")

Só que as palavras **se**, **senão** e **igual** não funcionam no mundo Python, temos que respeitar a sua sintaxe. O **se** em Python é **if**, o **igual** é a comparação **==** e o **senão** é **else**. Então, resumindo a sintaxe do Python é:

if (condição):

executa código caso a condição seja verdadeira

else:

executa código caso a condição seja falsa

Mas precisamos prestar atenção a alguns detalhes. É uma recomendação que a condição fique dentro de parênteses (apesar de também funcionar sem); para marcar o fim da instrução e início de um bloco (o código que será executado caso a condição seja verdadeira ou falsa), é utilizado dois pontos (**:**), e esse bloco obrigatoriamente deve estar 4 espaços (ou um TAB) mais à direita. Então o código ficará assim:

if (numero\_secreto == chute):

print("Você acertou!")

else:

print("Você errou!")

Podemos rodar o programa e verificar que mesmo se digitarmos o número certo, recebemos a mensagem **Você errou**. Porque?

## Convertendo uma string para número inteiro

Isso acontece porque a função **input** nos retorna uma string, pois qualquer coisa pode ser digitada, não é garantido que o usuário irá digitar um número. Como não há essa garantia, o retorno é uma string.

Já a variável **numero\_secreto** é um número! Logo, do tipo inteiro. Então estamos testando a igualdade de um inteiro com uma string, logo essa comparação sempre será falsa, apesar da string representar um número inteiro. Para resolver isso precisamos **mudar o tipo da variável**, convertendo uma string em número inteiro.

Para isso, o Python possui a função **int**, que recebe um valor e o converte para inteiro, justamente o que queremos. Logo, vamos utilizá-la no nosso código:

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = 42

chute\_str = input("Digite o seu número: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

if (numero\_secreto == chute):

print("Você acertou!")

else:

print("Você errou!")

Agora a comparação é feita corretamente! Para sair do bloco do **else**, basta escrevermos algo depois dele, sem a indentação de 4 espaços:

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = 42

chute\_str = input("Digite o seu número: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

if (numero\_secreto == chute):

print("Você acertou!")

else:

print("Você errou!")

print("Fim do jogo")

Nesse vídeo veremos um pouco das diferenças entre o Python 3 e o Python 2, porque o Python 2 ainda é muito utilizado. Para esse vídeo, não é necessário instalar o Python 2, já que aqui só veremos as diferenças, a menos que você queira utilizá-lo.

## A função print

A primeira diferença que podemos ver é que no Python 2, não precisamos colocar os parênteses na função **print**, eles são opcionais:

>>> print "python2"

python2

>>> print("python2")

python2

Já no Python 3, os parênteses são obrigatórios. Ainda na função **print**, no Python 2 não há os parâmetros **sep** e **end**, ao contrário do Python 3, e quando a função recebe mais de um valor, sua saída é diferente:

>>> print("python", "2")

('python', '2')

## A função input

Outra diferença que podemos ver é na função **input**. Sabemos que no Python 3, essa função sempre retornará uma string. Já no Python 2, ela **automaticamente converte o tipo da variável**. Por exemplo:

>>> chute = input("Digite o seu número: ")

Digite o seu número: 42

>>> type(chute)

<type 'int'>

Isso foi considerado má prática, porque pode ou não ser a intenção do desenvolvedor converter o tipo da variável. Por isso é bem comum encontrar a função **raw\_input** sendo utilizada no Python 2:

>>> chute = raw\_input("Digite o seu número: ")

Digite o seu número: 42

>>> type(chute)

<type 'str'>

O retorno dessa função será sempre uma string, equivalente à função **input** do Python 3, mas ela **não existe** nessa versão.

Ao longo do treinamento veremos mais diferenças entre as versões!

Muito pode se falar na comparação das duas linguagens, mas para esse exercício vamos focar nas operações de adição e multiplicação. Vimos que o Python apenas soma valores de tipos numéricos. Ou seja, o exemplo seguir **não funciona** por causa do tipo **str**:

numero1 = 10

numero2 = "20"

soma = numero1 + numero2

TypeError: unsupported operand type(s) for +: 'int' and 'str'

Agora, o que acontece com o mesmo código no mundo JavaScript? Você pode testar isso facilmente dentro do seu navegador, apertando **F12** para abrir o seu console. Nele, digite o mesmo código:
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Repare que o JavaScript concatena os valores, criando a string: "1020"

Você pode pensar que isso faz sentido, já que a variável **numero2** é do tipo string, no entanto o que o JavaScript faz é uma conversão implícita. O JavaScript converte a variável **numero1** automaticamente para string, e isso pode ser perigoso.

Vou tentar dar mais uma exemplo com JavaScript. Agora vamos multiplicar **numero1** com **numero2**:

numero1 = 10

numero2 = "20"

produto = numero1 \* numero2

![Soma JavaScript](data:image/png;base64,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)

Repare que o JavaScript multiplicou e imprimiu 200! Agora também aconteceu uma conversão automática, mas dessa vez a variável **numero2** foi convertida para **int**. Novamente, o JavaScript é tolerante nesse aspecto e converte quando julga necessário. **O Python é mais rígido nesse sentido e não faz essas conversões implícitas.**

Ótimo, então vamos testar a multiplicação com Python:

numero1 = 10

numero2 = "20"

produto = numero1 \* numero2

print(produto)

O resultado nos surpreende:

20202020202020202020

Não deu erro e sim imprimiu 10 vezes 20! Mas eu não acabei de falar que o Python é rígido e não converte automaticamente?

Falei e na verdade não aconteceu uma conversão automática/implícita. Trata-se apenas de um **syntax sugar** do mundo Python. Um syntax sugar, docinho de sintaxe da linguagem, apenas simplifica algo que seria trabalhoso, mas não muda a característica da linguagem. Então, ao invés de escrever dez vezes o número 20, podemos simplificar e escrever **10 \* "20"**. Tudo bem?

No capítulo anterior começamos a implementar o jogo, vimos como capturar os dados digitados pelo usuário, como converter o valor e como fazer um **if** para saber se o usuário acertou ou não.

Nesse capítulo, vamos fazer com que o usuário possa dar vários chutes para tentar acertar o número, já que atualmente ele só tem uma tentativa. Mas antes disso, vamos implementar uma dica para o usuário, dizendo se o número que ele chutou é maior ou menor que o número secreto.

Para isso, precisamos mexer no bloco do **else**. Vamos ter que testar novamente, se o número for maior, imprimimos uma mensagem dizendo isso ao usuário, se for menos, diremos ao usuário que o número digitado é menor que o número secreto:

if (numero\_secreto == chute):

print("Você acertou!")

else:

if (chute > numero\_secreto):

print("Você errou! O seu chute foi maior que o número secreto.")

if (chute < numero\_secreto):

print("Você errou! O seu chute foi menor que o número secreto.")

Podemos testar e ver que tudo está funcionando perfeitamente.

## else com condição de entrada

Podemos notar que, se o chute não for igual, nem maior que o número secreto, obviamente ele será menor, então o último if não é necessário:

if (numero\_secreto == chute):

print("Você acertou!")

else:

if (chute > numero\_secreto):

print("Você errou! O seu chute foi maior que o número secreto.")

else:

print("Você errou! O seu chute foi menor que o número secreto.")

Mas para esses casos, podemos fazer um **else** com uma **condição de entrada**, o **elif**. Vamos utilizá-lo para deixar o código mais semântico, já que na prática não há diferença:

if (numero\_secreto == chute):

print("Você acertou!")

else:

if (chute > numero\_secreto):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (chute < numero\_secreto):

print("Você errou! O seu chute foi menor que o número secreto.")

## Melhorando a legibilidade do código

Podemos melhorar a legibilidade do nosso código, para que outros programadores que possam vir a desenvolver conosco o entendam melhor. Vamos deixar nossas condições mais claras, o que significa **chute == numero\_secreto**, por exemplo? Que o usuário acertou, logo vamos extrair essa condição para uma variável:

acertou = chute == numero\_secreto

if (acertou):

print("Você acertou!")

else:

if (chute > numero\_secreto):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (chute < numero\_secreto):

print("Você errou! O seu chute foi menor que o número secreto.")

Agora a condição **if** fica um pouco mais clara. Vamos fazer a mesma coisa para as outras duas condições:

acertou = chute == numero\_secreto

maior = chute > numero\_secreto

menor = chute < numero\_secreto

if (acertou):

print("Você acertou!")

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

Podemos testar e ver que tudo continua funcionando como antes, mas agora com um código um pouco mais legível. No próximo vídeo implementaremos a chance do usuário poder dar vários chutes para tentar acertar o número secreto. Até lá!

Exercício proposto:

Henrique, mesmo dando os primeiros passos com a linguagem Python, decidiu criar um sistema de identificação de usuários. É claro que em uma aplicação real é necessário acessar banco de dados, entre outras coisas, mas usando o que ele já aprendeu, ele consegue algo parecido. Esse é o código do aluno:

usuario = input("Informe o usuário do sistema!")

if(usuario == "Flávio"):

print("Seja bem-vindo Flávio!")

else(usuario == "Douglas"):

print("Seja bem-vindo Douglas!")

else(usuario == "Nico"):

print("Seja bem-vindo Nico")

else:

print("Usuário não identificado!")

A ideia de Henrique é simples, porém não muito eficiente. Ele quer aceitar apenas os usuário Flávio, Douglas e Nico. No entanto, seu código não funciona!

Consegue identificar a razão? Quebre a cabeça um pouquinho.

Resposta instrutor:

O problema é que a instrução **else** não aceita receber uma condição. Nesse caso, para resolver o problema do código, precisamos trocar para a instrução **elif**:

usuario = input("Informe o usuário do sistema!")

if(usuario == "Flávio"):

print("Seja bem-vindo Flávio!")

elif(usuario == "Douglas"):

print("Seja bem-vindo Douglas!")

elif(usuario == "Nico"):

print("Seja bem-vindo Nico")

else:

print("Usuário não identificado!")

Veja que deixamos apenas um else que não recebe qualquer condição. Também tem que ser assim, porque se o usuário identificado não for nenhum dos que listamos, imprimimos na tela "Usuário não identificado".

Queremos dar mais de uma oportunidade para o usuário tentar acertar o número secreto, já que é um jogo de adivinhação. A primeira ideia é repetir o código, desde a função input até o bloco do elif. Ou seja, para cada nova tentativa que quisermos dar ao usuário, copiaríamos esse código novamente.

Só que copiar código sempre é uma má prática, queremos escrever o nosso código apenas uma vez, e **repeti-lo**. Se queremos repetir o código, faremos um **laço**, ou um **loop**. O laço que queremos fazer é:

enquanto ainda há tentativas:

chute\_str = input("Digite o seu número: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

acertou = numero\_secreto == chute

maior = chute > numero\_secreto

menor = chute < numero\_secreto

if (acertou):

print("Você acertou!")

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

print("Fim do jogo")

Só que o Python não entende português, então vamos traduzi-lo. A palavra **tentativas** será uma variável, chamaremos-a de **total\_de\_tentativas**:

total\_de\_tentativas = 3

enquanto ainda há total\_de\_tentativas:

executa o código

A palavra **enquanto** no Python é o **while**, e assim como o **if**, ele recebe uma condição. A diferença é que o **if**, caso a condição seja verdadeira, executa apenas uma vez o código do seu bloco, já o **while** executa **enquanto** a condição for verdadeira:

total\_de\_tentativas = 3

while (ainda há total\_de\_tentativas):

executa o código

Resta agora a expressão **ainda há**. A ideia é que o usuário tenha 3 tentativas, representada no código pela variável **total\_de\_tentativas**. A cada rodada subtraímos **1** do valor dessa variável, até o valor chegar a **0**, que é quando devemos sair do **while**, logo vamos executá-lo enquanto a variável *total\_de\_tentativas* ***for maior que*** 0\*:

total\_de\_tentativas = 3

while (total\_de\_tentativas > 0):

chute\_str = input("Digite o seu número: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

acertou = numero\_secreto == chute

maior = chute > numero\_secreto

menor = chute < numero\_secreto

if (acertou):

print("Você acertou!")

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

print("Fim do jogo")

A condição está perfeita, falta, dentro do laço, subtrairmos 1 da variável **total\_de\_tentativas**:

total\_de\_tentativas = 3

while (total\_de\_tentativas > 0):

chute\_str = input("Digite o seu número: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

acertou = numero\_secreto == chute

maior = chute > numero\_secreto

menor = chute < numero\_secreto

if (acertou):

print("Você acertou!")

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

total\_de\_tentativas = total\_de\_tentativas - 1

print("Fim do jogo")

Testamos o código e ótimo, ele funciona! Mas pode ficar ainda melhor.

## Representando a rodada

Vamos imprimir para o usuário qual o número da rodada que ele está jogando, para deixar claro quantas tentativas ele tem. Para isso vamos criar a variável **rodada**, que começa com o valor **1**:

total\_de\_tentativas = 3

rodada = 1

E vamos imprimi-la antes do usuário digitar o seu chute:

total\_de\_tentativas = 3

rodada = 1

while (total\_de\_tentativas > 0):

print("Tentativa", rodada, "de", total\_de\_tentativas)

chute\_str = input("Digite o seu número: ")

# restante do código comentado

E para a variável **total\_de\_tentativas** continuar com o valor **3**, não vamos mais subtrair 1 do seu valor, e sim adicionar 1 ao valor da variável **rodada**:

total\_de\_tentativas = 3

rodada = 1

while (total\_de\_tentativas > 0):

print("Tentativa", rodada, "de", total\_de\_tentativas)

chute\_str = input("Digite o seu número: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

acertou = numero\_secreto == chute

maior = chute > numero\_secreto

menor = chute < numero\_secreto

if (acertou):

print("Você acertou!")

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

rodada = rodada + 1

print("Fim do jogo")

Por fim, precisamos modificar a condição, como o **total\_de\_tentativas** permanecerá com o valor 3, o código precisa ficar executando enquanto o valor da rodada for menor ou igual ao total de tentativas:

total\_de\_tentativas = 3

rodada = 1

while (rodada <= total\_de\_tentativas):

print("Tentativa", rodada, "de", total\_de\_tentativas)

chute\_str = input("Digite o seu número: ")

# restante do código comentado

Agora conseguimos imprimir para o usuário quantas tentativas restantes ele possui!

Com a lógica de tentativas implementada, vamos focar na impressão do número de tentativas para o usuário. Atualmente ela está assim:

print("Tentativa", rodada, "de", total\_de\_tentativas)

Desse jeito a frase é impressa do jeito que queremos, mas tem uma forma mais elegante de imprimir essa frase. Podemos deixar a string toda no código, dizendo onde que ela eventualmente pode mudar, no nosso caso é nos números. Onde a string pode mudar, colocamos **chaves** (**{}**):

print("Tentativa {} de {}")

As chaves significam que o Python deve substituí-las pelos valores das variáveis, então vamos passá-las:

print("Tentativa {} de {}", rodada, total\_de\_tentativas)

Voltando ao código do nosso jogo de adivinhação, implementamos o loop **while**, no qual temos uma variável **rodada** que começa com o valor 1, e é incrementada dentro do loop, que por sua vez tem uma condição de entrada, que é a **rodada** ser menor ou igual ao total de tentativas, que é 3.

Ou seja, a **rodada** tem um valor inicial, que é 1, e vai até 3. Fazemos um laço começando com um valor inicial, até um valor final, sempre incrementando esse valor a cada iteração.

Em casos como esse, existe um outro loop que simplifica essa ideia de começar com um valor, e incrementá-lo até chegar em um valor final, o loop **for**.

## Entendendo o for

Para entender o loop **for**, podemos ir até o console do Python para ver o seu funcionamento. A ideia é nós definirmos o valor inicial e o valor final, que o loop o incrementa automaticamente. Para definir o valor inicial e final, utilizamos a função **range**, passando-os por parâmetro, definindo assim a série de valores. A sintaxe é a seguinte

>>> para variável em série de valores:

... faça algo

Isso, em Python, pode ficar assim:

>>> for rodada in range(1,10):

...

Na primeira iteração, o valor da variável **rodada** será 1, depois 2 e até chegar ao **valor final da função range menos 1**, isto é, o segundo parâmetro da função não é inclusivo. No exemplo acima, a série de valores é de 1 a 9. Podemos confirmar isso imprimindo o valor da variável **rodada**:

>>> for rodada in range(1,10):

... print(rodada)

...

1

2

3

4

5

6

7

8

9

Com a função **range**, podemos definir um step, que é o intervalo entre os elementos, por padrão o step é 1. Definimos-o passando um terceiro parâmetro para a função:

>>> for rodada in range(1,10,2):

... print(rodada)

...

1

3

5

7

9

Mas não necessariamente precisamos usar a função **range** no **for**, podemos passar os valor manualmente:

>>> for rodada in [1,2,3,4,5]:

... print(rodada)

...

1

2

3

4

5

O resultado é o mesmo, mas o código fica mais verboso.

## Utilizando o for no jogo

Voltando ao nosso jogo, não vamos mais utilizar o **while, e sim o** for**, começando no 1 e indo até o total de tentativas. Para isso precisamos remover a declaração da variável** rodada\* e o seu incremento dentro do loop:

numero\_secreto = 42

total\_de\_tentativas = 3

for rodada in range(1, total\_de\_tentativas):

print("Tentativa {} de {}".format(rodada, total\_de\_tentativas))

chute\_str = input("Digite o seu número: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

acertou = numero\_secreto == chute

maior = chute > numero\_secreto

menor = chute < numero\_secreto

if (acertou):

print("Você acertou!")

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

print("Fim do jogo")

É importante saber que **o for não deve ter parênteses**.

Podemos testar e ver que só fizemos 2 tentativas. Isso porque, como foi falado anteriormente, o segundo parâmetro da função **range não é inclusivo**, no caso do nosso jogo, **`range(1,3)** irá gerar a série 1 e 2 somente. Logo vamos somar 1 ao total de tentativas dentro da função **range**:

numero\_secreto = 42

total\_de\_tentativas = 3

for rodada in range(1, total\_de\_tentativas + 1):

print("Tentativa {} de {}".format(rodada, total\_de\_tentativas))

chute\_str = input("Digite o seu número: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

acertou = numero\_secreto == chute

maior = chute > numero\_secreto

menor = chute < numero\_secreto

if (acertou):

print("Você acertou!")

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

print("Fim do jogo")

Agora podemos testar novamente o nosso jogo, e ver que tudo está funcionando perfeitamente!

Se executarmos o programa, a seguinte frase é impressa:

Tentativa {} de {} 1 3

Não é exatamente isso que queremos, as primeiras chaves devem receber o valor da rodada, e as segundas o total de tentativas. Para isso funcionar, devemos chamar uma função baseada nessa string, a função **format**, passando para ela as variáveis que devem ficar no lugar das chaves:

print("Tentativa {} de {}".format(rodada, total\_de\_tentativas))

Podemos testar e ver que agora está tudo funcionando como antes! O que acabamos de fazer se chama **interpolação de strings**, muito comum nas linguagens e que nos oferece recursos da string para fazermos essas substituições.

Assim o nosso código fica um pouco mais elegante, já que nele vemos a string inteira, sabendo exatamente onde ela será alterada.

No nosso jogo, sabemos que o número secreto é fixo e definido com o valor 42, por enquanto. Vamos jogar e digitar esse valor de primeira:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Bem vindo ao jogo de Adivinhação!

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Tentativa 1 de 3

Digite o seu número: 42

Você digitou: 42

Você acertou!

Tentativa 2 de 3

Digite o seu número:

Acertamos o número, mas ainda temos uma segunda e terceira tentativas! Não faz muito sentido isso né? Se nós ganhamos, temos que parar as rodadas, não devemos continuar.

## Parando o laço

Dentro do **if**, se acertarmos, devemos parar e sair do laço. Para isso existe um comando do Python, assim como outras linguagens, o **break**, que faz com que saiamos do laço:

if (acertou):

print("Você acertou!")

break

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

Podemos agora jogar novamente e...:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Bem vindo ao jogo de Adivinhação!

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Tentativa 1 de 3

Digite o seu número: 42

Você digitou: 42

Você acertou!

Fim do jogo

Ótimo! Acertamos o número e o jogo foi encerrado, sem mais rodadas.

## Limitando o número a ser digitado

Vamos limitar o número que o usuário deve digitar, de 1 a 100. Vamos deixar isso claro para ele alterando a mensagem do **input**:

for rodada in range(1, total\_de\_tentativas + 1):

print("Tentativa {} de {}".format(rodada, total\_de\_tentativas))

chute\_str = input("Digite um número entre 1 e 100: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

## resto do código comentado

Só que agora não devemos aceitar valores fora desse limite, logo vamos verificar o número digitado, e se ele for menor que 1 **OU** (em Python, a palavra chave **or**) maior que 100, vamos exibir uma mensagem para o usuário:

for rodada in range(1, total\_de\_tentativas + 1):

print("Tentativa {} de {}".format(rodada, total\_de\_tentativas))

chute\_str = input("Digite um número entre 1 e 100: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

if (chute < 1 or chute > 100):

print("Você deve digitar um número entre 1 e 100!")

## resto do código comentado

Mas não faz sentido continuarmos executando o código do loop se o valor não estiver no intervalo exigido. O que queremos não é sair do laço, e sim continuar para a próxima rodada, **acabando com a iteração**. Para isso existe a palavra chave **continue**:

for rodada in range(1, total\_de\_tentativas + 1):

print("Tentativa {} de {}".format(rodada, total\_de\_tentativas))

chute\_str = input("Digite um número entre 1 e 100: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

if (chute < 1 or chute > 100):

print("Você deve digitar um número entre 1 e 100!")

continue

## resto do código comentado

Esse comando faz com que a iteração do laço acabe, e comece a próxima. Vamos testar:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Bem vindo ao jogo de Adivinhação!

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Tentativa 1 de 3

Digite um número entre 1 e 100: 0

Você digitou: 0

Você deve digitar um número entre 1 e 100!

Tentativa 2 de 3

Digite um número entre 1 e 100:

Perfeito! O número digitado era incorreto, então fomos para a próxima tentativa.

Então vimos aqui o **break**, que acaba, encerra o laço; e o **continue**, que acaba, encerra a iteração, continuando para a próxima.

Como apresentamos no vídeo, substitua o laço while com o for. A função range deve gerar uma sequência de 1 até total\_de\_tentativas + 1:

total\_de\_tentativas = 3

for rodada in range(1, total\_de\_tentativas + 1):

No final do código, **não esqueça de remover a linha que incrementa a variável rodada**. Lembrando, o incremento é automaticamente feito pelo laço for.

## Encerrando o jogo

Dentro do **if**, se acertarmos, devemos parar e sair do laço para parar o jogo.

Para tal, use o comando break:

if (acertou):

print("Você acertou!")

break

## Limitando a entrada

Para limitar o número que o usuário deve digitar, altere a mensagem da função input:

chute\_str = input("Digite um número entre 1 e 100: ")

Agora verifique o número digitado através de um novo if, logo após a declaração da variável chute. Use o comando continue para continuar com a próxima iteração:

for rodada in range(1, total\_de\_tentativas + 1):

print("Tentativa {} de {}".format(rodada, total\_de\_tentativas))

chute\_str = input("Digite um número entre 1 e 100: ")

print("Você digitou: ", chute\_str)

chute = int(chute\_str)

if (chute < 1 or chute > 100):

print("Você deve digitar um número entre 1 e 100!")

continue

## Rodando o jogo

Rode o programa e teste uma entrada inválida (-1, por exemplo).

O for é uma alternativa interessante ao while, muito utilizado para iterar por uma sequência de valores. Lembrando que break e continue também podem ser utilizados com while.

De qualquer forma, segue o código escrito até o momento:

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = 42

total\_de\_tentativas = 3

for rodada in range(1, total\_de\_tentativas + 1):

print("Tentativa {} de {}".format(rodada, total\_de\_tentativas))

chute\_str = input("Digite um número entre 1 e 100: ")

print("Você digitou " , chute\_str)

chute = int(chute\_str)

if(chute < 1 or chute > 100):

print("Você deve digitar um número entre 1 e 100!")

continue

acertou = chute == numero\_secreto

maior = chute > numero\_secreto

menor = chute < numero\_secreto

if(acertou):

print("Você acertou!")

break

else:

if(maior):

print("Você errou! O seu chute foi maior do que o número secreto.")

elif(menor):

print("Você errou! O seu chute foi menor do que o número secreto.")

print("Fim do jogo")

Segue o link da documentação que mencionei no video, nele tem vários exemplos de formatação:

<https://docs.python.org/3/library/string.html#formatexamples>

Nesse vídeo veremos um pouco mais sobre interpolação de strings. Para isso, vamos utilizar o console do Python 3.

No capítulo anterior, fizemos uma interpolação semelhante a essa:

>>> print("Tentativa {} de {}".format(1, 3))

Essa interpolação é útil para formatação de strings, quando temos um texto muito grande e precisamos inserir valores no meio dele, ao invés de ficarmos concatenando, trabalhando com várias strings separadas.

Mas a função **format** tem outras utilidades, então veremos mais alguns detalhes sobre essa função. O primeiro detalhe que veremos é que os parâmetros podem ser invertidos na string. Podemos dizer que queremos nas primeiras chaves o segundo parâmetro da função, e o primeiro parâmetro nas segundas chaves.

Fazemos isso passando o **índice do parâmetro** dentro das chaves. O primeiro parâmetro tem índice **0**, o segundo **1**, e daí por diante. Logo, basta passar o índice 1 nas primeiras chaves e o 0 nas segundas chaves:

>>> print("Tentativa {1} de {0}".format(1, 3))

Tentativa 3 de 1

## Formatação de floats

Agora vamos trocar o exemplo, e formatar um valor em reais, por exemplo:

>>> print("R$ {}".format(1.59))

R$ 1.59

Só que um valor pode ter vários tamanhos e até duas casas decimais, por exemplo:

1.59

45.9

1234.97

O ideal é que esses valores sempre tenham a mesma formatação:

1.59

45.9

1234.97

Então precisamos preencher as lacunas, os espaços em branco. E a função **format** faz isso para nós. Primeiro precisamos dizer para ela que estamos recebendo um valor do tipo **float**, passando **:f** dentro das chaves da string:

>>> print("R$ {:f}".format(1.59))

R$ 1.590000

Podemos reparar que só de dizer que estamos passando um float, a formatação já muda, mas podemos manipulá-la, modificá-la, dizendo quantos números devem vir antes e depois do ponto. Queremos que após o ponto tenha apenas 2 números, logo:

>>> print("R$ {:.2f}".format(1.59))

R$ 1.59

Podemos testar passando um número de apenas uma casa decimal:

>>> print("R$ {:.2f}".format(1.5))

R$ 1.50

Ótimo, agora vamos testar com um número maior:

>>> print("R$ {:.2f}".format(1.5))

R$ 1.50

>>> print("R$ {:.2f}".format(1234.50))

R$ 1234.50

Mas queremos que o ponto fique sempre no mesmo local, ou seja, ele deve ser o quinto caractere. Para essa formatação, precisamos dizer quantos caracteres o número terá no máximo, no nosso caso são 7 (4 números, mais o ponto, mais as duas casas decimais). Então vamos passar o valor 7 dentro das chaves também:

>>> print("R$ {:7.2f}".format(1234.50))

R$ 1234.50

>>> print("R$ {:7.2f}".format(1.5))

R$ 1.50

Ou seja, dos 7 caracteres, os três últimos serão o ponto mais dois números das casas decimais.

Agora espaços ficam na frente quando um número for menor! Deixando o ponto sempre como quinto caractere. Se quisermos preencher os espaços em branco com zeros, é só passar um 0 antes do 7:

>>> print("R$ {:07.2f}".format(1.5))

R$ 0001.50

## Formatação de inteiros

Conseguimos formatar números inteiros também, não só números flutuantes. Para números inteiros, passamos a letra **d**:

>>> print("R$ {:07d}".format(4))

R$ 0000004

Podemos usar isso para formatar uma data:

>>> print("Data {:02d}/{:02d}".format(9, 4))

Data 09/04

>>> print("Data {:02d}/{:02d}".format(19, 11))

Data 19/11

Não se preocupe em decorar a sintaxe, o importante é saber que no Python existe a funcionalidade de interpolação de strings, e quando vocês realmente precisarem usar isso, olhem na [documentação](https://docs.python.org/3/library/string.html#formatexamples).

## No Python 3.6+

A partir da [versão 3.6 do Python](https://docs.python.org/3/whatsnew/3.6.html#whatsnew36-pep498), foi adicionado um novo recurso para realizar a interpolação de strings. Esse recurso é chamado de f-strings ou formatted string literals.

Esse recurso funciona da seguinte forma. Vamos imaginar que temos uma variável nome:

>>> nome = 'Matheus'

>>> print(f'Meu nome é {nome}')

Meu nome é Matheus

Quando colocamos a letra f antes das aspas, informamos ao Python que estamos utilizando uma f-string. Dessa forma o Python consegue, em tempo de execução, captar a expressão que está entre chaves ({ }) e avaliá-la.

Além de variáveis, podemos passar também de funções e métodos:

>>> nome = 'Matheus'

>>> print(f'Meu nome é {nome.lower()}')

Meu nome é matheus

A lógica principal do nosso jogo já está funcionando, mas ainda há um detalhe, o número secreto não é tão secreto assim, pois ele está fixo! Então vamos alterar isso, para que ele passe a ser um número aleatório, coisa que veremos nesse capítulo.

## Gerando um número aleatório

A ideia é que o próprio jogo, toda vez que for executado, gere esse número, ele que decide isso, não nós. E para gerar um número aleatório, o Python 3 possui a função **random()**, que gera um número no intervalo entre 0.0 e 1.0. Mas ao contrário das [funções built-in](https://docs.python.org/3/library/functions.html) do Python, como as funções **input()**, **int()**, **print()** e **range()**, que são **funções embutidas** do Python (que já vem com o mesmo), a função **random** não vem, pois está em um módulo separado, e esse módulo precisa ser importado.

Podemos ir ao console do Python e testar isso. Primeiro importando o módulo:

>>> import random

E a partir desse módulo, chamamos a função **random()**:

>>> import random

>>> random.random()

0.6022965518496559

## Arredondando um número

Só que, como podemos perceber, o número gerado tem muitas casas decimais e está no intervalo entre 0.0 e 1.0, mas no nosso jogo precisamos de um número entre 1 e 100. O que podemos fazer é multiplicar o número gerado por 100:

>>> import random

>>> random.random() \* 100

58.30742817094118

Já conseguimos chegar a um número mais próximo do ideal, falta agora removermos as casas decimais. Podemos utilizar a já conhecida função **int**, que irá converter o número aleatório, que é um float, em um número inteiro:

>>> int(random.random() \* 100)

91

Mas reparem no exemplo abaixo:

>>> numero\_random = random.random() \* 100

>>> numero\_random

18.895629671768187

>>> int(numero\_random)

18

A função **int** nada mais faz do que **remover** as casas decimais do número flutuante. Mas o número gerado acima está mais próximo de 19 do que de 18, correto? Será que temos uma função que **arredonda** esse número para nós? Sim! Temos mais uma função built-in, a **round**:

>>> numero\_random = random.random() \* 100

>>> numero\_random

18.895629671768187

>>> int(numero\_random)

18

>>> round(numero\_random)

19

Conhecendo isso, podemos aplicar ao nosso jogo. Faremos isso no próximo vídeo, até lá!

Para gerar um número aleatório no nosso jogo, a primeira coisa que devemos fazer é importar o seu módulo, no início do programa:

import random

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = 42

total\_de\_tentativas = 3

# restante do código comentado

Com o módulo importado, vamos remover o valor fixo da variável **numero\_secreto** e substituir por um valor aleatório que será gerado pela função **random()**:

import random

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = random.random()

total\_de\_tentativas = 3

# restante do código comentado

Mas não podemos nos esquecer de multiplicar esse número por 100 e arredondá-lo:

import random

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = round(random.random() \* 100)

total\_de\_tentativas = 3

# restante do código comentado

Perfeito, conseguimos aplicar a mudança ao nosso código. Agora fica mais difícil de acertar o número secreto, até para nós, os desenvolvedores do jogo :)

## Gerando um número aleatório dentro de um intervalo

A ideia de multiplicar o número por 100 parece funcionar, mas podemos lembrar que o número gerado é entre 0.0 e 1.0, que quando multiplicado por 100 fica entre 0 e 100. Só que o nosso jogo não aceita o 0!

O ideal seria que pudéssemos definir um intervalo, dizer que queremos que o número gerado esteja entre 1 e 100. Como o **random** é um módulo, ele possui mais de uma função e a função **randrange()** serve exatamente para esse nosso problema. Se passarmos um parâmetro para ela, ela irá gerar um número inteiro de 0 até o valor desse parâmetro menos 1. Se passarmos dois parâmetros para ela, ela irá gerar um número inteiro do valor do primeiro parâmetro até o valor do segundo parâmetro menos 1, exatamente o que queremos!

Vamos, passando o intervalo que queremos para a função **randrange()**, lembrando que como queremos que o número gerado esteja entre 1 e 100 (inclusive), precisamos passar o número 101 como segundo parâmetro para a função:

import random

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = random.randrange(1, 101)

total\_de\_tentativas = 3

# restante do código comentado

Ótimo, problema resolvido!

No próximo capítulo vamos focar na dificuldade do jogo. Um jogo mais fácil terá um número de tentativas maior, e um mais difícil terá um número de tentativas menor. Até lá!

## Pseudo-Random?

Aparentemente a geração de números aleatórios funcionou muito bem. Cada vez que chamamos o random.random() ou random.randrange(..), foi gerado um outro número.

No entanto, computadores têm os seus problemas com aleatoriedade, pois são sistemas determinísticos. Em outras palavras, o nosso Python é previsível e na verdade não sabe criar números verdadeiramente aleatórios. Por isso se chama Pseudo-Random!

## Por que funcionou então?

random é um função que, dada a mesma entrada, gerará o mesmo número. O truque é oferecer sempre uma entrada diferente para ter números diferentes e exatamente isso que está acontecendo por baixo dos panos.

Essa entrada também é chamada de seed (semente, em português). Entre as chamadas da função random, sempre é utilizado um novo seed. Por padrão o Python usa a hora (os milissegundos) como semente, mas nada nos impede de definir o mesmo seed antecipadamente. Para isso, existe a função seed!

## Usando seed

Por exemplo, no jogo usamos a função randrange para gerar um número aleatório entre 1 e 100. Antes do randrange podemos chamar o seed para definir a entrada:

>>> random.seed(1, 101)

>>> random.randrange(100)

19

Repare que foi gerado 19 e se usarmos o mesmo seed será gerado o mesmo número:

>>> random.seed(1, 101)

>>> random.randrange(100)

19

Repare que a biblioteca random é bem previsível e por isso se chama pseudo-random!

Vamos adicionar níveis ao nosso jogo, e conforme o nível vai ficando mais difícil, menos tentativas o usuário terá.

Começaremos perguntando ao usuário qual nível de dificuldade ele quer:

import random

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = random.randrange(1, 100)

total\_de\_tentativas = 3

print("Qual o nível de dificuldade?")

print("(1) Fácil (2) Médio (3) Difícil")

# resto do código comentado

E capturaremos o que ele digitar, já convertendo o valor para inteiro e guardando em uma variável:

import random

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = random.randrange(1, 100)

total\_de\_tentativas = 3

print("Qual o nível de dificuldade?")

print("(1) Fácil (2) Médio (3) Difícil")

nivel = int(input("Defina o nível: "))

# resto do código comentado

Agora falta mudar o total de tentativas baseado no nível que o usuário escolher. A variável será inicializada com 0, e faremos um **if** para verificar o nível escolhido, se o ele for fácil, o usuário terá 20 tentativas, se for médio terá 10, e se for difícil terá 5 tentativas:

import random

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Bem vindo ao jogo de Adivinhação!")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

numero\_secreto = random.randrange(1, 100)

total\_de\_tentativas = 0

print("Qual o nível de dificuldade?")

print("(1) Fácil (2) Médio (3) Difícil")

nivel = int(input("Defina o nível: "))

if (nivel == 1):

total\_de\_tentativas = 20

elif (nivel == 2):

total\_de\_tentativas = 10

else:

total\_de\_tentativas = 5

# resto do código comentado

Com isso conseguimos definir os níveis de dificuldade no nosso jogo. No próximo vídeos definiremos pontuação!

Com os níveis definidos, vamos agora calcular uma pontuação. Ela funcionará da seguinte maneira, o usuário começa o jogo com 1000 pontos, e a cada rodada que ele não acerta o número secreto, ele perderá pontos. Quanto mais distante for o chute, mais pontos o usuário irá perder. Por exemplo, se o número secreto for 40, e o usuário chutar 20, ele irá perder 20 pontos, que corresponde à distância entre os valores.

Vamos começar definindo a variável com 1000 pontos:

pontos = 1000

Após isso, o usuário irá perder pontos caso ele erre o chute, logo temos que implementar isso dentro da condição **else**:

if (acertou):

print("Você acertou!")

break

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

Vamos definir a variável **pontos\_perdidos**, que subtrai o chute do número secreto:

if (acertou):

print("Você acertou!")

break

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

pontos\_perdidos = numero\_secreto - chute

Depois, vamos subtrair os pontos perdidos da pontuação total:

if (acertou):

print("Você acertou!")

break

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

pontos\_perdidos = numero\_secreto - chute

pontos = pontos - pontos\_perdidos

Isso funciona caso o usuário chute um número menor que o número secreto, mas e se for maior? Por exemplo, se o número secreto for 40 e o usuário chutar 60, de acordo com o cálculo do nosso código os pontos perdidos serão **-20**, e ao subtrair esse valor da pontuação total, ela irá aumentar!

Então queremos fazer a subtração dos pontos perdidos, mas caso essa subtração tenha como resultado um número negativo, queremos que "esquecer" esse sinal, queremos sempre o **número absoluto**.

E para extrair o número absoluto, existe mais uma função built-in, a **abs()**:

if (acertou):

print("Você acertou!")

break

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

pontos\_perdidos = abs(numero\_secreto - chute)

pontos = pontos - pontos\_perdidos

Por fim, falta exibirmos a pontuação final ao usuário. Vamos alterar a mensagem de acerto do usuário, acrescentando a pontuação total. Faremos uso novamente da interpolação de strings:

if (acertou):

print("Você acertou e fez {} pontos!".format(pontos))

break

else:

if (maior):

print("Você errou! O seu chute foi maior que o número secreto.")

elif (menor):

print("Você errou! O seu chute foi menor que o número secreto.")

pontos\_perdidos = abs(numero\_secreto - chute)

pontos = pontos - pontos\_perdidos

Com isso chegamos ao final do nosso jogo! No próximo capítulo veremos um pouco sobre linguagens compiladas e interpretadas, entre outros assuntos. Até lá!

Se conseguimos executar o jogo dentro do PyCharm, também conseguimos rodar o jogo na linha de comando, no terminal. Dentro do diretório do projeto **jogos**, basta executar:

python3 adivinhacao.py

No próximo treinamento, criaremos mais um jogo, a **forca**. Então já vamos deixar o seu arquivo preparado, criando o **forca.py**, também dentro do projeto **jogos**. Dentro desse arquivo, vamos deixar as mensagens de início e fim de jogo, semelhante ao jogo de adivinhação:

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("\*\*\*Bem vindo ao jogo da Forca!\*\*\*")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("Fim do jogo")

## Oferecendo todos os jogos ao usuário

Vamos oferecer os dois jogos ao usuário, ou seja, devemos perguntar ao usuário qual jogo ele quer executar, jogar. Mas onde vamos colocar essa funcionalidade? A ideia é não misturar os jogos, deixar cada um em um arquivo separado. Então vamos criar um novo arquivo com essa funcionalidade, o arquivo **jogos.py**, perguntando qual jogo ele quer escolher jogar:

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("\*\*\*\*\*\*\*Escolha o seu jogo!\*\*\*\*\*\*\*")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("(1) Forca (2) Adivinhação")

Agora vamos capturar a opção do usuário e verificar qual jogo ele escolheu:

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("\*\*\*\*\*\*\*Escolha o seu jogo!\*\*\*\*\*\*\*")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("(1) Forca (2) Adivinhação")

jogo = int(input("Qual jogo? "))

if (jogo == 1):

print("Jogando forca")

elif (jogo == 2):

print("Jogando adivinhação")

## Importando arquivos

Ótimo, mas se queremos chamar um arquivo dentro de outro, precisamos importá-lo, algo parecido com o que fizemos com o módulo **random**:

import forca

import adivinhacao

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("\*\*\*\*\*\*\*Escolha o seu jogo!\*\*\*\*\*\*\*")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("(1) Forca (2) Adivinhação")

jogo = int(input("Qual jogo? "))

if (jogo == 1):

print("Jogando forca")

elif (jogo == 2):

print("Jogando adivinhação")

## O problema do import

Podemos executar para ver como está ficando:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*Bem vindo ao jogo da Forca!\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Fim do jogo

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Bem vindo ao jogo de Adivinhação!

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Qual o nível de dificuldade?

(1) Fácil (2) Médio (3) Difícil

Defina o nível:

Ué, o que aconteceu? Quando importamos um arquivo no Python, ele o executa! Podemos reparar que ele executou o arquivo **forca.py** e logo depois o **adivinhacao.py**. Mas obviamente não queremos isso, só queremos executar o arquivo quando nós quisermos! E é isso que faremos no próximo vídeo.

Pouco vimos sobre funções, mas não se preocupe. Na medida em que você avança nos cursos sobre Python 3, vamos introduzir mais recursos.

Para declarar uma função, devemos usar a palavra chave def do mundo Python, seguido pelo nome da função. Lembrando que é consenso usar a nomenclatura snake\_case:

def nome\_da\_funcao():

# todo o código identado faz parte da função

print("aprendendo funções")

Repare que uma função pode chamar uma outra função. print também é uma função e usamos ela dentro da nossa própria função.

## Executando funções

Para chamar a nossa própria função, usamos o nome dela seguido pelos parênteses, por exemplo:

nome\_da\_funcao()

Podemos chamar uma função quantas vezes quisermos:

nome\_da\_funcao()

nome\_da\_funcao()

nome\_da\_funcao()

Isso é a principal vantagem de funções, reaproveitar o código escrito nela!

## Parâmetros e retorno

Uma função também pode receber parâmetros e retornar algum valor, por exemplo:

def soma(a, b):

return a + b

A função soma recebe dois parâmetros (a e b) e retorna a soma. Ao chamar a função, podemos capturar o retorno:

s = soma(3, 4)

Isso foi apenas uma pequena introdução, mas novamente, ainda vamos utilizar muito as funções e praticar para fixar o conteúdo.

Não conseguimos mais jogar diretamente cada jogo porque o seu próprio arquivo não chama a sua função **jogar()**. Então, depois da função, vamos chamá-la:

# adivinhacao.py

import random

def jogar():

# código omitido

jogar()

Isso resolve o problema de jogar o jogo diretamente mas voltamos ao problema do vídeo anterior! Ao executarmos o arquivo **jogos.py**, como o próprio arquivo **adivinhacao.py** chama a função **jogar()**, ela será executada sem que queiramos isso.

Precisamos dar um jeito para que, quando executarmos o jogo de adivinhação diretamente, a função **jogar()** deve ser chamada, mas quando só o importamos, não queremos que a função seja chamada.

## Programa principal vs Programa importado

Quando rodamos diretamente um arquivo no Python, ele internamente cria uma variável e a preenche. E através dessa variável podemos fazer uma consulta, pois se ela estiver preenchida, significa que o arquivo foi executado diretamente, mas se a variável não estiver preenchida, então significa que o arquivo só foi importado.

Essa variável é a **\_\_name\_\_**, e ela é preenchida com o valor **\_\_main\_\_** caso o arquivo seja executado diretamente. Vamos então fazer **if** para verificar se ela está preenchida ou não:

# adivinhacao.py

import random

def jogar():

# código omitido

if (\_\_name\_\_ == "\_\_main\_\_"):

jogar()

Podemos agora testar os dois casos, executar o arquivo diretamente e executar o arquivo **jogos.py**. Os dois estão funcionando, exatamente como queríamos. Falta fazermos a mesma coisa com o jogo da forca:

# forca.py

def jogar():

# código omitido

if (\_\_name\_\_ == "\_\_main\_\_"):

jogar()

E com o arquivo **jogos.py**, colocando o seu código dentro da função **escolhe\_jogo()** e chamando-a caso o programa seja o programa principal:

import forca

import adivinhacao

def escolhe\_jogo():

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("\*\*\*\*\*\*\*Escolha o seu jogo!\*\*\*\*\*\*\*")

print("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*")

print("(1) Forca (2) Adivinhação")

jogo = int(input("Qual jogo? "))

if (jogo == 1):

print("Jogando forca")

forca.jogar()

elif (jogo == 2):

print("Jogando adivinhação")

adivinhacao.jogar()

if (\_\_name\_\_ == "\_\_main\_\_"):

escolhe\_jogo()

Com isso vimos como diferenciar se o programa é o principal ou não, se ele está sendo executado diretamente ou só sendo importado. Na hora de importar um arquivo, ele lê o código da função, mas não o executa, pois ele não é o arquivo principal

No curso [**C I: Introdução à Linguagem das Linguagens**](https://cursos.alura.com.br/course/introducao-a-programacao-com-c-parte-1) também é implementado um jogo de adivinhação, você pode baixá-lo [aqui](https://s3.amazonaws.com/caelum-online-public/python3/files/adivinhacao.c) e deixe-o na mesma pasta que os arquivos Python, ou seja, na pasta **jogos**. O que faremos nesse vídeo é comparar o Python com C, mas sem explicá-lo, a ideia é só enfatizar algumas diferenças entre eles.

A primeira diferença que vemos é que no C precisamos importar mais bibliotecas, isso porque algumas funções no C não são built-in, como a de imprimir (**printf**) e a de capturar entrada do usuário (**scanf**), por isso para utilizá-las é necessário importar algumas bibliotecas.

Outra diferença é que no C somos obrigados a definir a função **main**, que é considerada o início de qualquer programa, sem ela nada vai funcionar. Ao contrário do Python, já que nós só criamos a função **jogar()** quando precisamos importar o arquivo em outro, mas antes nós conseguíamos executar diretamente o jogo sem problemas.

No capítulo 1 falamos sobre tipagem de variáveis, e o C é uma linguagem que possui a **tipagem estática**, ou seja, quando declaramos uma variável, precisamos dizer qual será o tipo dela e esse tipo nunca mudará. O Python, como já sabemos, é uma linguagem que possui a **tipagem dinâmica**, já que o tipo da variável varia de acordo com o valor que ela recebe, por isso que em Python não podemos declarar variáveis vazias, só definindo o seu nome, porque se não atribuirmos um valor a uma variável, o Python não saberá o seu tipo.

O resto do código é bem parecido, com algumas diferenças de sintaxe e nomenclatura, como por exemplo a sintaxe dos blocos, para definir um bloco no C devemos colocá-lo entre chaves e a indentação não é obrigatório, apesar de todos os desenvolvedores utilizarem por conta da formatação do código, já no Python só precisamos colocar os dois pontos e indentar o código do bloco; o C também te obriga a colocar ponto e vírgula ao final das instruções.

Essas foram algumas das diferenças que podemos citar comparando os dois códigos. Agora veremos na hora da execução, mas no próximo vídeo :)

Para executar um arquivo Python, por exemplo o **adivinhacao.py**, fazemos:

python3 adivinhacao.py

Foi isso que fizemos o treinamento inteiro, seja pela linha de comando ou pelo PyCharm. E com o C? Será que existe um comando, algo como um **cexecuter**, para executarmos um arquivo C? Não, não existe.

O ambiente do C exige que primeiramente devemos passar o código fonte (o arquivo .c) para um **compilador**. O compilador lê o código fonte e faz uma análise da sintaxe, se esquecemos algum ponto e vírgula, ou de tipar alguma variável, etc. E feita essa análise, o compilador cria um outro arquivo, e é esse arquivo que podemos executar. Então primeiro vamos compilar o arquivo, vamos utilizar o compilador **gcc** (novamente, não é necessária a sua instalação, estamos usando-o somente para mostrar a diferença entre ambientes que usam o conceito de compilação e ambientes que usam o conceito de interpretação):

gcc adivinhacao.c o adivinhacao

Ou:

gcc -std=c99 adivinhacao.c -o adivinhacao

Esse comando compila o arquivo **adivinhacao.c** e se tudo estiver correto, criará o arquivo executável **adivinhacao**. Agora é só executar o arquivo gerado. Em UNIX, fazemos:

./adivinhacao

Essa é a diferença de um ambiente que usa o conceito de compilação, no qual o código fonte, que não é executável, deve ser compilado para criar um arquivo executável; e um ambiente que usa o conceito de interpretação, no qual o código fonte é executado diretamente.

## Transferindo código

Em Python, conseguimos executar um arquivo em qualquer sistema operacional, inclusive os códigos aqui feitos são disponibilizados para vocês, alunos, e ele poderá ser executado seja qual for o seu sistema operacional, basta ter o Python 3 instalado. Já o arquivo executável do C, gerado pelo compilador, não é executável em um sistema operacional diferente. É preciso compilar novamente o código fonte no sistema operacional desejado, para ter um executável funcional. E muitas vezes o código fonte (não é o nosso caso) utiliza algo específico do sistema operacional, passando a depender dele, então nem adiantaria compilá-lo em um SO diferente.

Logo, o Python tem uma portabilidade maior que o C.

## O Python é realmente uma linguagem estritamente interpretada?

Para finalizar, falamos que o Python utiliza o conceito de interpretação, ou seja, passamos o código fonte e ele é interpretado, mas não é bem assim. Podemos executar o arquivo **jogos.py** e reparar na pasta que é criada dentro do diretório, a **pycache**. Se formos ver o que tem dentro da sua pasta, vemos que há dois arquivos referentes aos módulos importados no **jogos.py**, ou seja, um arquivo referente à **adivinhacao** e outro à **forca**. Mas o que são esses arquivos?

O que o Python faz ao vivo é ler os módulos importados e os **compila para bytecode**. Esse código foi criado ao mesmo tempo em que executamos o arquivo **jogos.py**. Apesar do Python ter um ambiente de interpretação, ele compila os módulos importados para melhorar o desempenho, a execução do ambiente, apesar de não ter esse processo de compilação explícito.

Do ponto de vista do Python, ele considera que esses módulos não serão modificados, então na próxima execução, para melhorar o desempenho, esse código compilado é que será utilizado.

Com isso, terminamos aqui o nosso curso. No próximo implementaremos o jogo da forca, aprendendo mais sobre funções, coleções, outras funções built-in, e muito mais! Muito obrigado por assistirem esse curso e nos encontramos no próximo treinamento!

O senso comum é que o Python é uma **linguagem interpretada**. **Interpretado** significa que não há um processo de compilação que traduz o código fonte em algum código nativo, que o seu computador entende. A [documentação do Python](https://docs.python.org/3/glossary.html) confirma isso, no entanto também menciona a presença de um compilador:

**"Python is an interpreted language, as opposed to a compiled one, though the distinction can be blurry because of the presence of the bytecode compiler."**

Traduzido livremente: **\*"Python é uma linguagem interpretada, em oposição às compiladas, embora a distinção possa ficar desfocada devido à presença do compilador de bytecode."**

Temos um compilador, porém de bytecode. Bytecode é um código intermediário, normalmente independente do sistema operacional. Então, Python é uma linguagem compilada também? Em 2003, Fredrik Lundh, em seu artigo [Compiling Python Code](http://effbot.org/zone/python-compile.htm), título que perverte o senso comum, começa:

**"Python source code is automatically compiled into Python byte code by the CPython interpreter. Compiled code is usually stored in PYC (or PYO) files, and is regenerated when the source is updated, or when otherwise necessary."**

Novamente traduzindo livremente: **"O código fonte é automaticamente compilado para bytecode do Python pelo interpretador CPython. O código compilado é comumente armazenado nos arquivos no PYC (ou PY0), sendo regerado quando o arquivo fonte é atualizado ou quando é necessário."**

E aí? Python é uma linguagem interpretada ou compilada? As duas coisas? Há discussões acaloradas entre desenvolvedores, cada um com sua opinião. Então, [uma resposta interessante](http://stackoverflow.com/questions/6889747/is-python-interpreted-or-compiled-or-both) está no StackOverFlow, aliás, a resposta mais bem avaliada:

**"First off, interpreted/compiled is not a property of the language but a property of the implementation (...) Python is compiled. Not compiled to machine code ahead of time (i.e. "compiled" by the restricted and wrong, but also common definition), "only" compiled to to bytecode"**

Traduzindo: **"O fato de uma linguagem ser interpretada ou compilada não é uma questão da linguagem, mas da sua implementação. (...) Python é compilada. Não compilada para o código de máquina antes da execução, apenas para o bytecode.**

Isso significa que alguém pode implementar o Python totalmente compilado, totalmente interpretado ou ambos, a linguagem continua a mesma. Ser compilada/interpretada é mais propriedade da implementação do Python do que da linguagem.

E você, o que pensa dessa definição?